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1 Llibreria sympy

La llibreria sympy proporciona eines per al c`alcul simb`olic. En altres paraules, permet fer amb l’ordinador manipulacions de s´ımbols algebraics (f´ormules, equacions) de forma similar a com ho fan els humans. Amb sympy podrem:

*•* resoldre equacions,

*•* derivar funcions,

*•* integrar funcions,

*•* . . .

Amb sympy, les variables de Python no fan referencia a valors num`erics sin´o a funcions i ens permet operar amb elles. Pot trobar-se una descripci´o completa de sympy i les seves capacitats en aquest tutorial: Sympy tutorial

sympy dona a Python una funcionalitat similar a

Per a usar la llibreria cal fer la seg¨uent importaci´o:

import sympy

Tot i que es preferible fer-ho amb l’alias sp:

import sympy as sp

1.1 Funcionalitat b`asica: s´ımbols i expressions

El primer pas per a utilitzar sympy ´es definir els s´ımbols que volem manipular. Cal identificar algunes variables de Python com a objectes que representen s´ımbols (o variables en el sentit matem`atic). Per fer-ho es poden fer servir les funcions de sympy:
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*•* var("x") defineix un ´unic s´ımbol

*•* symbols("x y z") defineix com a s´ımbols les paraules contingudes a la cadena Veiem-ho en un exemple:

In [1]: import sympy as sp

sp.init\_printing()

*# Definici´o individual. Fem que "x" sigui un s´ımbol*

sp.var("x")

*# Definici´o m´ultiple. Fem que "a", "b" i "c" siguin s´ımbols* a,b,c = sp.symbols("a b c")

*# A partir d’aquests s´ımbols definim una equaci´o de segon grau # Noteu que assignem la combinaci´o de s´ımbols a una nova variable* equacio = a\*x\*\*2 + b\*x + c

*# La resolem simb`olicament amb sympy*

equacio, sp.solve(equacio,x)

Out[1]:

*ax*2 + *bx* + *c,*

1 2*a*

*−b* +p*−*4*ac* + *b*2 *, −*12*a**b* +p*−*4*ac* + *b*2

En ambd´os casos, el que Phython est`a fent ´es:

1. Crear un objecte de tipus Symbol associat al nom que li donem

2. Associar el objecte creat a una variable

Hi ha una petita difer`encia entre var() i symbols(). var() crea d’una manera autom`atica una variable de Python amb el mateix nom i symbols() nom´es crea els objectes que hem d’assignar necess`ariament a una o m´es variables per poder utilitzar-les.

Podem fer que el nom de la variable no coincideixi amb el nom del s´ımbol, per`o cal anar amb compte per que aix`o pot portar a confusions.

In [2]: y, z = sp.symbols(’z y’)

(z, y)

Out[2]:

(*y, z*)

Noteu com al imprimir (x, y) Python ens mostra els noms dels s´ımbols que representen, en aquest cas amb y, x = sp.symbols(’x y’) hem fet que la variable x representi al s´ımbol de nom y (o variable matem`atica y) i la variable y al s´ımbol de nom x (o variable matem`atica x).

Una vegada que hem definit els nostres s´ımbols els podem combinar mitjan¸cant els operadors matem`atics habituals per definir expressions algebraiques:

equacio = a\*x\*\*2 + b\*x + c

Finalment podem fer que sympy resolgui la equaci´o que resulta al igualar aquesta expressi´o a cero. sp.solve(equacio)
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sense m´es arguments, la funci´o solve() considera la equaci´o resultant de igualar a cero el seu argument i tractar`a de trobar la seva soluci´o. Si sympy es capa¸c de trobar la soluci´o (o solucions) ens tornar`a el resultat en forma de llista.

In [3]: import sympy as sp

sp.init\_printing()

*# Associem a la variable "incognita" el simbol "x"*

incognita = sp.symbols("x")

*# Creem una equaci´o usant la variable. Veurem que es genera amb el simbol x* equacio = incognita\*\*2 - 1

equacio

Out[3]:

*x*2 *−* 1

In [4]: sp.solve(equacio)

Out[4]:

[*−*1*,* 1]

Nota: la funci`o sp.init printing() configura sympy per que la impressi´o dels s´ımbols i de les expres sions es faci de la forma m´es eficient possible en l’entorn on s’executa Python. En el entorn Notebook sympy utilitza el format LATEX per un millor resultat.

1.1.1 Creant expressions a partir de cadenes de text

Una altra possibilitat que ofereix sympy ´es la creaci´o d’expressions algebraiques directament a partir d’una cadena de text. En aquest cas es creen els s´ımbols necessaris i es construeix l’expressi´o en un sol pas, de manera semblant al que fem amb var().

Per fer-ho cal usar la funci´o sympify().

In [5]: import sympy as sp

sp.init\_printing()

sp.var("x")

*# Creem una expressi´o, una equaci´o de segon grau*

equacio = sp.sympify("A\*x\*\*2+B\*x+C")

*# Exemple 1*

equacio,sp.solve(equacio,x)

Out[5]:

*Ax*2 + *Bx* + *C,*

1 2*A*

*−B* +p*−*4*AC* + *B*2 *, −*12*A**B* +p*−*4*AC* + *B*2

En aquest cas la nostra equaci´o *Ax*2 + *Bx* + *C* = 0 t´e diversas variables (els symbols *A*, *B*, *C* i *x*), per tant hem de indicar a sympy cual de aquestas variables s’han de considerar com a constant. Per aix`o hem utilitzat la funci´o solve() amb un segon argument, x. Es posible no fer-ho i deixar que sympy seleccione alguna.

In [6]: *# Exemple 2*

sp.solve(equacio)
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Out[6]:

O b´e indicar-la directament.

In [7]: *# Exemple 3*

sp.var(’A’)

sp.var(’B’)

sp.var(’C’)

*A* : *−*1*x*2(*Bx* + *C*)

solutionA = sp.solve(equacio, A)

solutionB = sp.solve(equacio, B)

solutionC = sp.solve(equacio, C)

{ A: solutionA, B: solutionB, C: solutionC } Out[7]:

*A* :

*−*1*x*2(*Bx* + *C*)*, B* :*−Ax −Cx**, C* : [*−x* (*Ax* + *B*)]

Cal destacar que sympy no necessita que les variables A, B i C est´en definides que per poder resoldre la equaci´o (Exemples 1 i 2). Nom´es ens fa falta definir-les quan volem indicar-li que les utilitzi com a variables independents per resoldre la nostre equaci´o (Exemple 3). Per aix`o necessitem variables de Python que facin referencia als s´ımbols corresponents:

sp.var(’A’)

sp.var(’B’)

sp.var(’C’)

Si volem fer servir lletres gregues a les nostres expressions cal que creem els s´ımbols utilitzant els seus noms en angl`es. De la mateixa manera sympy i sympify() reconeixen la major part de las funcions matem`atiques habituals.

In [8]: sp.var(’theta’) *# crea un simbol i l’asigna a una variable amb el mateix nom* sp.sin( theta )

Out[8]:

sin (*θ*)

In [9]: expressio = sp.sympify(’A\*cos(phi)’)

expressio

Out[9]:

*A* cos (*φ*)

Com representa sympy internament les expressions.

In [10]: expressio.args

Out[10]:

(*A,* cos (*φ*))
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In [11]: print( expressio, type(expressio) )

print( expressio.args[0], type(expressio.args[0]))

print( expressio.args[1], type(expressio.args[1]))

print( expressio.args[1].args[0], type(expressio.args[1].args[0]))

A\*cos(phi) <class ’sympy.core.mul.Mul’>

A <class ’sympy.core.symbol.Symbol’>

cos(phi) cos

phi <class ’sympy.core.symbol.Symbol’>

Nota: quan fem servir la funci´o print() per mostrar un s´ımbol o una expressi´o Python ens mostra la seva representaci´o com a cadena de text, sense fer servir la notaci´o *L*A*T*E*X*.

1.1.2 Com representar gr`aficament una expressi´o

Considerem la equaci´o d’una recta:

In [12]: import sympy as sp

sp.var(’x’)

sp.var(’a’)

sp.var(’b’)

y = a\*x + b

y

Out[12]:

*ax* + *b*

Podem assignar valors als s´ımbols *a* i *b* i representar gr´aficament el resultat

In [13]: y\_plot = y.subs(a, 2).subs(b, 1)

y\_plot

Out[13]:

2*x* + 1

In [14]: %matplotlib inline

import sympy.plotting as symplot

*# per obtenir la grafique en el mateix notebook*

drawing = symplot.plot(y\_plot, (x, -5, 5), xlabel=’x’, ylabel=’y’)
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Ara podem afegir m´es funcions a la mateixa gr`afica.

In [15]: %matplotlib inline

y\_sin = 4\*sp.sin(x)

y\_cos = 8\*sp.cos(x)
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In [16]: %matplotlib inline

drawing.extend( symplot.plot( y\_cos, (x,-sp.pi,sp.pi), line\_color=’red’, show=False) ) drawing.show()

![](data:image/png;base64,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)

1.2 Manipulant expressions simb`oliques

En els exemples anteriors ja hem vist alguna manipulaci´o simb`olica amb sympy. Hem definit quatre s´ımbols i amb ells hem construit una equaci´o de segon grau, que despr´es hem resolt algebraicament. Usant sympy podem realitzar una gran varietat de manipulacions simb`oliques. Aqu´ı veurem alguns exemples, per`o remeteu-vos al tutorial de sympy per una descripci´o m´es completa.

1.2.1 Simplificant expressions

La funci´o simplify() permet la simplificaci´o d’expressions algebraiques. Aplica diverses t`ecniques per a intentar redu¨ır l’expressi´o donada a una forma m´es senzilla. Podeu trobar m´es detalls sobre la simplificaci´o a:

Sympy tutorial: simplification

Podem veure algunes aplicacions en els exemples seg¨uents.

In [17]: import sympy as sp

*# Simplificaci´o usant igualtats trigonom`etriques*

expr = sp.sympify("sin(x)\*\*2 - cos(x)\*\*2")

print("Expressi´o: ", expr)

print("Simplificaci´o: ", sp.trigsimp(expr))

print("Simplificaci´o: ", sp.simplify(expr))

print(10\*’-’)

*# Simplificaci´o de quocients de polinomis*
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expr = sp.sympify("(x\*\*3 + x\*\*2 - x - 1)/(x\*\*2 + 2\*x + 1)")

print("Expressi´o: ", expr)

print("Simplificaci´o: ", sp.ratsimp(expr))

print("Simplificaci´o: ", sp.simplify(expr))

print(10\*’-’)

*# Simplificaci´o usant propietats de funcions*

expr = sp.sympify("gamma(x)/gamma(x - 2)")

print("Expressi´o: ", expr)

print("Simplificaci´o: ", sp.combsimp(expr))

print("Simplificaci´o: ", sp.simplify(expr))

Expressi´o: sin(x)\*\*2 - cos(x)\*\*2

Simplificaci´o: -cos(2\*x)

Simplificaci´o: -cos(2\*x)

----------

Expressi´o: (x\*\*3 + x\*\*2 - x - 1)/(x\*\*2 + 2\*x + 1)

Simplificaci´o: x - 1

Simplificaci´o: x - 1

----------

Expressi´o: gamma(x)/gamma(x - 2)

Simplificaci´o: (x - 2)\*(x - 1)

Simplificaci´o: (x - 2)\*(x - 1)

Noteu que a m´es de simplify() hem fet servir trigsimp(), ratsimp() o combsimp(). Quan utilitzem directament simplify() Python tractar`a de utilitzar el m`etodo m´es apropiat per a la expressi´o. A continuaci´o veurem algunes aplicacions de les t`ecniques de simplificaci´o en el cas de polinomis.

1.2.2 Factoritzaci´o de polinomis

La factoritzaci´o de polinomis es pot fer usant la funci´o factor():

In [18]: import sympy as sp

*# Factoritzaci´o d’un polinomi*

p = sp.sympify("x\*\*2 + 2\*x + 1")

print("Polinomi: ", p)

print("Factoritzaci´o: ", sp.factor(p))

print(10\*’-’)

*# Tamb´e funciona amb polinomis de m´es d’una variable*

p = sp.sympify("x\*\*2\*z + 4\*x\*y\*z + 4\*y\*\*2\*z")

print("Polinomi: ", p)

print("Factoritzaci´o: ", sp.factor(p))

Polinomi: x\*\*2 + 2\*x + 1

Factoritzaci´o: (x + 1)\*\*2

----------

Polinomi: x\*\*2\*z + 4\*x\*y\*z + 4\*y\*\*2\*z

Factoritzaci´o: z\*(x + 2\*y)\*\*2

Per polinomis m´es complexos, amb diverses variables, ´es possible indicar el ordre de preced`encia dels s´ımbols per a la factoritzaci´o:

In [19]: sp.var(’x,y,z,t’)

p = sp.sympify("x\*\*2\*z + 4\*x\*y\*z + 4\*y\*\*2\*z + x\*y + t\*z\*x")
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print( "Polinomi: ", p )

print( "Factoritzacio: ", sp.factor(p) )

print( "Factoritzatio (x, t): ", sp.factor(p, [x, t]) )

print( "Factoritzatio (y, t): ", sp.factor(p, [y, t]) )

print( "Factoritzatio (z, t): ", sp.factor(p, [z, t]) )

Polinomi: t\*x\*z + x\*\*2\*z + 4\*x\*y\*z + x\*y + 4\*y\*\*2\*z

Factoritzacio: t\*x\*z + x\*\*2\*z + 4\*x\*y\*z + x\*y + 4\*y\*\*2\*z

Factoritzatio (x, t): t\*x\*z + x\*\*2\*z + x\*(4\*y\*z + y) + 4\*y\*\*2\*z

Factoritzatio (y, t): t\*x\*z + x\*\*2\*z + 4\*y\*\*2\*z + y\*(4\*x\*z + x)

Factoritzatio (z, t): t\*x\*z + x\*y + z\*(x\*\*2 + 4\*x\*y + 4\*y\*\*2)

1.2.3 Expansi´o de polinomis

Tamb´e podem realitzar el proc´es invers a la factoritzaci´o. Podem convertir un producte de polinomis en el polinomi equivalent usant la funci´o expand():

In [20]: import sympy as sp

sp.var("x")

*# Expansi´o d’un producte de polinomis*

p = sp.sympify("(x + 1)\*\*2")

print("Producte: ", p)

print("Polinomi: ", sp.expand(p))

print(10\*’-’)

*# En alguns casos expand pot simplificar l’expressi´o si es cancel·len termes* p = sp.sympify("(x + 1)\*(x - 2) - (x - 1)\*x")

print("Producte: ", p)

print("Polinomi: ", sp.expand(p))

Producte: (x + 1)\*\*2

Polinomi: x\*\*2 + 2\*x + 1

----------

Producte: -x\*(x - 1) + (x - 2)\*(x + 1)

Polinomi: -2

1.3 Substituci´o de s´ımbols: subs()

Quan tenim una expressi´o algebr`aica podem substituir els simbols que la composen per altres s´ımbols o per valors num´erics usant la funci´o subs().

In [21]: import sympy as sp

*# Definim un polinomi i substituim la x per cos(x)*

p = sp.sympify("(x + 1)\*\*2")

print("p = ", p)

print("p subs. = ", p.subs(x,sp.cos(x)))

print(10\*’-’)

*# Tamb´e podem fer una substituci´o per un valor num`eric*

q = sp.sympify("y\*(x + 1)\*\*2")

print("q = ", q)

print("q subs. = ", q.subs(x,3.))
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p = (x + 1)\*\*2

p subs. = (cos(x) + 1)\*\*2

----------

q = y\*(x + 1)\*\*2

q subs. = 16.0\*y

1.4 Avaluaci´o num`erica d’expressions: evalf()

Donada una expressi´o algebraica podem avaluar-la donant valors num`erics als seus s´ımbols usant la funci´o evalf():

In [22]: import sympy as sp

*# Definim una expressi´o i l’avaluem per a un valor concret de x*

sp.var("x")

expr = 2\*x\*\*2+2\*x-1

print("Expressi´o: ", expr)

print("Valor per a x=2: ", expr.evalf(subs={x:2}))

Expressi´o: 2\*x\*\*2 + 2\*x - 1

Valor per a x=2: 11.0000000000000

In [23]: *# Tamb´e es pot fer si hi ha m´es d’un s´ımbol*

sp.var("y")

expr = y + 2.\*x\*\*2

print("Expressi´o: ", expr)

print("Valor per a x=2 y=5: ",expr.evalf(subs={x:2,y:5}))

Expressi´o: 2.0\*x\*\*2 + y

Valor per a x=2 y=5: 13.0000000000000

La funci´o evalf() permet a m´es que s’especifiqui el n´umero de xifres significatives del c`alcul, donat que sympy admet c`alculs en coma flotant de precisi´o arbitr`aria.

In [24]: import sympy as sp

*# Avaluaci´o d’arrels quadrades*

sp.var("x")

expr = sp.sqrt(x)

print("Expressi´o: ",expr)

print(10\*’-’)

print("Avaluaci´o sqrt(2) amb 100 xifres: ",expr.evalf(100,subs={x:2}))

print(10\*’-’)

print("Avaluaci´o sqrt(3) amb 100 xifres: ",expr.evalf(100,subs={x:3}))

Expressi´o: sqrt(x)

----------

Avaluaci´o sqrt(2) amb 100 xifres: 1.414213562373095048801688724209698078569671875376948073176679737990----------

Avaluaci´o sqrt(3) amb 100 xifres: 1.732050807568877293527446341505872366942805253810380628055806979451In [25]: print(type(expr.evalf(100,subs={x:3})))

<class ’sympy.core.numbers.Float’>

Noteu que podem usar evalf() per avaluar constants matem`atiques com *π* o *e* usant els objectes sympy que representen aquests objectes.
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In [26]: import sympy as sp

*# Podem usar l’objecte sympy que representa pi per obtenir*

*# un numero arbitrari de decimals de pi*

print("pi =", sp.pi.evalf(1000))

print(10\*’-’)

*# El mateix per a e*

print("e =", sp.exp(1).evalf(1000))

pi = 3.141592653589793238462643383279502884197169399375105820974944592307816406286208998628034825342117----------

e = 2.7182818284590452353602874713526624977572470936999595749669676277240766303535475945713821785251664In [27]: help(sp.evalf)

Help on module sympy.core.evalf in sympy.core:

NAME

sympy.core.evalf

DESCRIPTION

Adaptive numerical evaluation of SymPy expressions, using mpmath

for mathematical functions.

CLASSES

builtins.ArithmeticError(builtins.Exception)

PrecisionExhausted

builtins.object

EvalfMixin

class EvalfMixin(builtins.object)

| Mixin class adding evalf capabililty.

|

| Methods defined here:

|

| evalf(self, n=15, subs=None, maxn=100, chop=False, strict=False, quad=None, verbose=False) | Evaluate the given formula to an accuracy of n digits.

| Optional keyword arguments:

|

| subs=<dict>

| Substitute numerical values for symbols, e.g.

| subs=*{*x:3, y:1+pi*}*. The substitutions must be given as a

| dictionary.

|

| maxn=<integer>

| Allow a maximum temporary working precision of maxn digits

| (default=100)

|

| chop=<bool>

| Replace tiny real or imaginary parts in subresults

| by exact zeros (default=False)

|

| strict=<bool>

| Raise PrecisionExhausted if any subresult fails to evaluate
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| to full accuracy, given the available maxprec

| (default=False)

|

| quad=<str>

| Choose algorithm for numerical quadrature. By default,

| tanh-sinh quadrature is used. For oscillatory

| integrals on an infinite interval, try quad=’osc’.

|

| verbose=<bool>

| Print debug information (default=False)

|

| n = evalf(self, n=15, subs=None, maxn=100, chop=False, strict=False, quad=None, verbose=False)

class PrecisionExhausted(builtins.ArithmeticError)

| Method resolution order:

| PrecisionExhausted

| builtins.ArithmeticError

| builtins.Exception

| builtins.BaseException

| builtins.object

|

| Data descriptors defined here:

|

| weakref

| list of weak references to the object (if defined)

|

| ----------------------------------------------------------------------

| Methods inherited from builtins.ArithmeticError:

|

| init (self, /, \*args, \*\*kwargs)

| Initialize self. See help(type(self)) for accurate signature.

|

| new (\*args, \*\*kwargs) from builtins.type

| Create and return a new object. See help(type) for accurate signature. |

| ----------------------------------------------------------------------

| Methods inherited from builtins.BaseException:

|

| delattr (self, name, /)

| Implement delattr(self, name).

|

| getattribute (self, name, /)

| Return getattr(self, name).

|

| reduce (...)

|

| repr (self, /)

| Return repr(self).

|

| setattr (self, name, value, /)

| Implement setattr(self, name, value).

|

| setstate (...)

|
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| str (self, /)

| Return str(self).

|

| with traceback(...)

| Exception.with traceback(tb) --

| set self. traceback to tb and return self.

|

| ---------------------------------------------------------------------- | Data descriptors inherited from builtins.BaseException:

|

| cause

| exception cause

|

| context

| exception context

|

| dict

|

| suppress context

|

| traceback

|

| args

FUNCTIONS

N(x, n=15, \*\*options)

Calls x.evalf(n, *\*\**\*\*options).

Both .n() and N() are equivalent to .evalf(); use the one that you like better. See also the docstring of .evalf() for information on the options.

Examples

========

>>> from sympy import Sum, oo, N

>>> from sympy.abc import k

>>> Sum(1/k\*\*k, (k, 1, oo))

Sum(k\*\*(-k), (k, 1, oo))

>>> N( , 4)

1.291

add terms(terms, prec, target prec)

Helper for evalf add. Adds a list of (mpfval, accuracy) terms.

Returns

-------

- None, None if there are no non-zero terms;

- terms[0] if there is only 1 term;

- scaled zero if the sum of the terms produces a zero by cancellation e.g. mpfs representing 1 and -1 would produce a scaled zero which need special handling since they are not actually zero and they are purposely malformed to ensure that they can’t be used in anything but accuracy calculations;
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- a tuple that is scaled to target prec that corresponds to the sum of the terms.

The returned mpf tuple will be normalized to target prec; the input prec is used to define the working precision.

XXX explain why this is needed and why one can’t just loop using mpf add as mpmath(x, prec, options)

bitcount(n)

check convergence(numer, denom, n)

Returns (h, g, p) where

-- h is:

> 0 for convergence of rate 1/factorial(n)\*\*h

< 0 for divergence of rate factorial(n)\*\*(-h)

= 0 for geometric or polynomial convergence or divergence

-- abs(g) is:

> 1 for geometric convergence of rate 1/h\*\*n

< 1 for geometric divergence of rate h\*\*n

= 1 for polynomial convergence or divergence

(g < 0 indicates an alternating series)

-- p is:

> 1 for polynomial convergence of rate 1/n\*\*h

<= 1 for polynomial divergence of rate n\*\*(-h)

check target(expr, result, prec)

chop parts(value, prec)

Chop off tiny real or complex parts.

complex accuracy(result)

Returns relative accuracy of a complex number with given accuracies for the real and imaginary parts. The relative accuracy is defined in the complex norm sense as ||z|+|error|| / |z| where error is equal to (real absolute error) + (imag absolute error)\*i.

The full expression for the (logarithmic) error can be approximated easily by using the max norm to approximate the complex norm.

In the worst case (re and im equal), this is wrong by a factor sqrt(2), or by log2(sqrt(2)) = 0.5 bit.

do integral(expr, prec, options)

evalf(x, prec, options)

evalf abs(expr, prec, options)

evalf add(v, prec, options)
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evalf atan(v, prec, options)

evalf bernoulli(expr, prec, options)

evalf ceiling(expr, prec, options)

evalf floor(expr, prec, options)

evalf im(expr, prec, options)

evalf integral(expr, prec, options)

evalf log(expr, prec, options)

evalf mul(v, prec, options)

evalf piecewise(expr, prec, options)

evalf pow(v, prec, options)

evalf prod(expr, prec, options)

evalf re(expr, prec, options)

evalf subs(prec, subs)

Change all Float entries in ‘subs‘ to have precision prec. evalf sum(expr, prec, options)

evalf symbol(x, prec, options)

evalf trig(v, prec, options)

This function handles sin and cos of complex arguments. TODO: should also handle tan of complex arguments.

fastlog(x)

Fast approximation of log2(x) for an mpf value tuple x.

Notes: Calculated as exponent + width of mantissa. This is an approximation for two reasons: 1) it gives the ceil(log2(abs(x))) value and 2) it is too high by 1 in the case that x is an exact power of 2. Although this is easy to remedy by testing to see if the odd mpf mantissa is 1 (indicating that one was dealing with an exact power of 2) that would decrease the speed and is not necessary as this is only being used as an approximation for the number of bits in x. The correct return value could be written as "x[2] + (x[3] if x[1] != 1 else 0)".

Since mpf tuples always have an odd mantissa, no check is done to see if the mantissa is a multiple of 2 (in which case the result would be too large by 1).

Examples
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========

>>> from sympy import log

>>> from sympy.core.evalf import fastlog, bitcount

>>> s, m, e = 0, 5, 1

>>> bc = bitcount(m)

>>> n = [1, -1][s]\*m\*2\*\*e

>>> n, (log(n)/log(2)).evalf(2), fastlog((s, m, e, bc))

(10, 3.3, 4)

finalize complex(re, im, prec)

get abs(expr, prec, options)

get complex part(expr, no, prec, options)

no = 0 for real part, no = 1 for imaginary part

get integer part(expr, no, options, return ints=False)

With no = 1, computes ceiling(expr)

With no = -1, computes floor(expr)

Note: this function either gives the exact result or signals failure.

hypsum(expr, n, start, prec)

Sum a rapidly convergent infinite hypergeometric series with given general term, e.g. e = hypsum(1/factorial(n), n). The quotient between successive terms must be a quotient of integer polynomials.

iszero(mpf, scaled=False)

pure complex(v)

Return a and b if v matches a + I\*b where b is not zero and a and b are Numbers, else None.

>>> from sympy.core.evalf import pure complex

>>> from sympy import Tuple, I

>>> a, b = Tuple(2, 3)

>>> pure complex(a)

>>> pure complex(a + b\*I)

(2, 3)

>>> pure complex(I)

(0, 1)

scaled zero(mag, sign=1)

Return an mpf representing a power of two with magnitude ‘‘mag‘‘ and -1 for precision. Or, if ‘‘mag‘‘ is a scaled zero tuple, then just remove the sign from within the list that it was initially wrapped in.

Examples

========

>>> from sympy.core.evalf import scaled zero
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>>> from sympy import Float

>>> z, p = scaled zero(100)

>>> z, p

(([0], 1, 100, 1), -1)

>>> ok = scaled zero(z)

>>> ok

(0, 1, 100, 1)

>>> Float(ok)

1.26765060022823e+30

>>> Float(ok, p)

0.e+30

>>> ok, p = scaled zero(100, -1)

>>> Float(scaled zero(ok), p)

-0.e+30

DATA

C = <sympy.core.core.ClassRegistry object>

DEFAULT MAXPREC = 333

INF = inf

LG10 = 3.3219280948873626

MINUS INF = -inf

S = S

SYMPY INTS = (<class ’int’>,)

division = Feature((2, 2, 0, ’alpha’, 2), (3, 0, 0, ’alpha’, 0), 8192... evalf table = *{*<class ’sympy.core.numbers.Zero’>: <function create ev... fhalf = (0, 1, -1, 1)

fnan = (0, 0, -123, -1)

fnone = (1, 1, 0, 1)

fone = (0, 1, 0, 1)

fzero = (0, 0, 0, 0)

mp = <sympy.mpmath.ctx mp.MPContext object>

mpmath inf = mpf(’+inf’)

print function = Feature((2, 6, 0, ’alpha’, 2), (3, 0, 0, ’alpha’, 0)... rnd = ’n’

round nearest = ’n’

FILE

/Users/ricardo/anaconda3/lib/python3.4/site-packages/sympy/core/evalf.py

1.5 Resoluci´o d’equacions: solve()

Sympy implementa la resoluci´o algebraica d’equacions mitjan¸cant la funci´o solve(). Nota: la funci´o solve() assumeix per defecte que l’expressi´o que reb s’iguala a zero per a plantejar l’equaci´o.

Exemple 1: equaci´o polin`omica

*x*3 + 2*x −* 2 = 0

In [28]: import sympy as sp

sp.init\_printing()

*# Definim el polinomi*

p = sp.sympify("x\*\*3 + 2\*x - 2")
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*# Resolem*

solucio = sp.solve(p, x)

print("Polinomi: ", p)

print("Soluci´o: ", solucio)

solucio

Polinomi: x\*\*3 + 2\*x - 2

Soluci´o: [(-1/2 - sqrt(3)\*I/2)\*(1 + sqrt(105)/9)\*\*(1/3) - 2/(3\*(-1/2 - sqrt(3)\*I/2)\*(1 + sqrt(105)/9)Out[28]:

 

*−*12*−√*3*i*2!3s1 +*~~√~~*105

9*−*2

~~q~~

*, −*2

~~q~~

+

*−*12+*√*3*i*2!3s1 +*~~√~~*105 9*, −*

3

*−*12 *−~~√~~*3*i* 2

3

1 +*~~√~~*105 9

3

*−*12 +*~~√~~*3*i* 2

3

1 +*~~√~~*105 9

A vegadas pot ser ´util fer servir la funci´o simplify(): In [29]: [ i.simplify() for i in solucio ] Out[29]:

*√*338*√*33 *−*1 + *√*3*i* 2 9 + *√*105 23





61 + *~~√~~*3*i*~~p~~39 + *~~√~~*105*,*

*√*338*√*33 *−*1 *−√*3*i* 2 9 + *√*105 23 61 *−~~√~~*3*i*~~p~~39 + *~~√~~*105*,*

*√*33*−*2*√*33 + 9 + *√*105 23 3~~p~~39 + *~~√~~*105

 

Tamb´e podem fer servir evalf() per obtenir un resultat num`eric.

In [30]: [ i.evalf() for i in solucio ]

Out[30]:

[*−*0*.*385458498529624 *−* 1*.*56388451052696*i, −*0*.*385458498529624 + 1*.*56388451052696*i,* 0*.*770916997059248] Exemple 2: equaci´o trigonom`etrica

cos(*x*) + sin(*x*) = 0

In [31]: import sympy as sp

sp.init\_printing()

*# Definim l’equaci´o trigonom`etrica*

e = sp.sympify("cos(x)+sin(x)")

*# Resolem*

solucio = sp.solve(e, x)

print("Expressi´o: ",e )

print("Soluci´o: ", solucio)

solucio

Expressi´o: sin(x) + cos(x)

Soluci´o: [-pi/4, 3\*pi/4]
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Out[31]:

Exemple 3: sistema d’equacions

*−π*4*,*3*π*4

Si es vol resoldre un sistema d’equacions (lineal o no) les diverses equacions s’han de passar com arguments a la funci´o solve() en forma de llista, tant les equacions com els s´ımbols a resoldre.

In [32]: import sympy as sp

sp.init\_printing()

sp.var("x")

sp.var("y")

*# Resolem dos sistemes, un de lineal i l’altre no lineal*

sol1 = sp.solve([x + y - 3, x - y - 1], [x, y])

sol2 = sp.solve([sp.sin(x) + y , sp.cos(x) - y - 1], [x, y])

sol1,sol2

Out[32]:

*{x* : 2*, y* : 1*} ,*

h

(0*,* 0)*,*

*π*

2*, −*1

*,*

*π*

2*, −*1

i

Equacions suportades actualment per sympy s´on :

- Polinomis d’una variable,

- Transcendentals, - Combinacions a trossos de les anteriors,

- Sistemes d’equacions polin`omiques lineals, i

- Sistemes que continguin expressions relacionals .

Nota: Quan solve() retorna [] o un NotImplementedError no vol dir que la equaci´o no tingui soluci´o. Solament vol dir que no ha pogut trobar cap. Frequentment aixo vol dir que la soluci´o no es por repre sentar d’una manera simbolica. Per exemple, l’equaci´o *x* = *cos*(*x*) t´e soluci´o, per`o no es pot representar simb`olicament mitjan¸cant funcions est`andard.

In [33]: import sympy as sp

sp.init\_printing()

sp.var(’x’)

try:

sp.solve(x - sp.cos(x), ’x’)

except Exception as x:

print(type(x))

print(x)

<class ’NotImplementedError’>

multiple generators [x, cos(x)]

No algorithms are implemented to solve equation x - cos(x)

1.6 Algebra lineal amb ` sympy

Sympy implementa operacions d’`algebra lineal, ´es a dir, operacions amb vectors i matrius. De forma similar a numpy inclou una classe espec´ıfica per a representar matriu, la classe Matrix que pot incloure valors simb`olics.
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1.7 Creaci´o de matrius

1.7.1 A partir d’una llista

La funci´o Matrix() pot crear una matriu a partir d’una llista, o una llista de llistes:

In [34]: import sympy as sp

sp.init\_printing()

matriu = sp.Matrix([[1, -1], [3, 4], [0, 2]])

print( ’Matriu:’, matriu )

print( ’Matriu shape:’, matriu.shape )

matriu

Matriu: Matrix([[1, -1], [3, 4], [0, 2]])

Matriu shape: (3, 2)

Out[34]:



1 *−*1

3 4 0 2

 

Si es crea un objecte Matrix a partir d’una llista unidimensional sympy ho interpreta com un vector i el representa en forma de matriu columna, per facilitar les operacions amb matrius. Com els ndarray de numpy, les objectes de tipus Matrix de sympy es podem cambiar de forma.

In [35]: import sympy as sp

sp.init\_printing()

matrix = sp.Matrix([1,2,3])

matrix

Out[35]:

 

1 2 3

 

In [36]: matrix = sp.Matrix( range(9)).reshape(3,3) matrix

Out[36]:



0 1 2

3 4 5 6 7 8

 

Com ´es natural en sympy, les components d’un objecte Matrix poden ser s´ımbols.

In [37]: import sympy as sp

sp.init\_printing()

matrix = sp.Matrix( sp.var(’x y z’) )

matrix

Out[37]:

 

*x y z*

 
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1.7.2 Les funcions zeros(), ones(), eye(), ‘diag()“

Com en numpy, crean matrius de les mides donades amb totes les components iguals a zero o a u, unitaries o diagonals.

In [38]: import sympy as sp

sp.init\_printing()

matriu0 = sp.zeros(2, 3)

matriu1 = sp.ones(3, 2)

matriuI = sp.eye(3)

matriuD = sp.diag(range(5))

matriu0, matriu1, matriuI, matriuD

Out[38]:



0 0 0 0 0 0

*,*



1 1

1 1 1 1



 *,*



1 0 0

0 1 0 0 0 1



 *,*



0123 4

 

 

La funci`o diag() admet arguments de tipus Matrix i les organitza de forma diagonal:

In [39]: import sympy as sp

sp.init\_printing()

matriu = sp.diag(-1, sp.ones(2, 2), sp.Matrix([5, 7, 5])) matriu

Out[39]:





1.7.3 A partir d’una funci´o



*−*1 0 0 0

0 1 1 0 0 1 1 0 0 0 0 5 0 0 0 7 0 0 0 5

Es pot crear un objecte Matrix usant una funci´o. La funci´o ha de rebre com a par`ametres els ´ındexs d’una component i retornar el valor de la component que correspongui a aquests ´ındexs. Per crear la funci´o s’especifiquen les seves mides i la funci´o a usar.

In [40]: import sympy as sp

*# Definim la funci´o*

def funcio(i1,i2):

*"""Reb com a par`ametres els dos ´ındex i1,i2 i assigna com*

*a valor de la component la s´uma dels dos"""*

return i1+i2

*# Creem una matriu a partir de la funci´o*

A = sp.Matrix(4,4,funcio)

print("Matriu i1+i2:")

A
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Matriu i1+i2:

Out[40]:





0 1 2 3



1 2 3 4

2 3 4 5

3 4 5 6

1.8 Acc´es als elements d’una Matriu 1.8.1 Elements

Els elements es poden accedir de la forma habitual donant [fila,columna] o rangs de [files,columnes] similar al slicing dels listes.

In [41]: import sympy as sp

sp.init\_printing()

matrix = sp.Matrix([[1, -1, 0], [2, 3, 4], [0, 2, 7]])

matrix

Out[41]:





1 *−*1 0



2 3 4

0 2 7

In [42]: print( ’Element 1,2:’, matrix[1,2]) matrix[0:2,0:3]

Element 1,2: 4

Out[42]:

1 *−*1 0

2 3 4

1.8.2 Files i columnes

Es pot accedir a les files i columnes d’una matriu usant els m`etodes row() i col(). Aquests m`etodes retornen un objecte Matrix que cont´e la fila o columna requerida.

In [43]: import sympy as sp

sp.init\_printing()

matriu = sp.Matrix([[1, -1, 0], [2, 3, 4], [0, 2, 7]])

matriu

Out[43]:





In [44]: matriu.row(1)



1 *−*1 0

2 3 4 0 2 7
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Out[44]:

2 3 4

In [45]: matriu.col(2)

Out[45]:



04 7

 

Noteu que retornen una matriu de la forma apropiada.

La matriu transposada tamb´e ´es accessible f`acilment usant el membre T de l’objecte Matrix: In [46]: matriu, matriu.T

Out[46]:













1.9 Operacions b`asiques

1 *−*1 0 2 3 4 0 2 7



 *,*

 

1 2 0 *−*1 3 2 0 4 7

 

Els objectes de tipus Matrix es poden operar usant els operadors habituals +, -, \*, /, \*\*.

In [47]: import sympy as sp

sp.init\_printing()

*# Definim les matrius*

M = sp.Matrix([[1, -1, 0], [2, 3, 4], [0, 2, 7]])

N = sp.Matrix([[5, 6, 2], [8, 7, 7], [5, 1, 1]])

print( ’M, N’ )

M,N

M, N

Out[47]:













In [48]: *# Suma, resta*

print(’M+N, M-N’)

M+N,M-N

M+N, M-N

Out[48]:

1 *−*1 0 2 3 4 0 2 7



 *,*

 

5 6 2 8 7 7 5 1 1

 

 



6 5 2

10 10 11 5 3 8



 *,*




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

*−*4 *−*7 *−*2

*−*6 *−*4 *−*3 *−*5 1 6

 

In [49]: *# Producte de matrius*

print(’M\*N’)

M\*N

M\*N

Out[49]:





*−*3 *−*1 *−*5



54 37 29

51 21 21

In [50]: *# Divisio o Producte per la inversa* print(’M/N, M\*N^-1’)

M/N,M\*N\*\*-1

M/N, M\*N^-1

Out[50]:





1 *−*1 0







5 6 2





*−*1



*−*14110847





















*−*1477

108





2 3 4

8 7 7

108 *−*53

*,*

*−*5455

108

0 2 7

In [51]: *# Exponenciaci´o* print(’M, M\*\*2, M\*\*3’)

M, M\*\*2, M\*\*3

M, M\*\*2, M\*\*3

Out[51]:

5 1 1

36 *−*43 36

 



1 *−*1 0

2 3 4 0 2 7



 *,*



*−*1 *−*4 *−*4

8 15 40 4 20 57



 *,*



*−*9 *−*19 *−*44

38 117 340 44 170 479

 

 

In [52]: *# Operacions amb escalars* print(’M, M\*2, M/2’)

M, M\*2, M/2

M, M\*2, M/2

Out[52]:

 

 

1 *−*1 0 2 3 4 0 2 7



 *,*

 

2 *−*2 0 4 6 8 0 4 14



 *,*

 

1

2 *−*120 1322 0 1 72

 

 

Noteu que Matrix no admet operacions de suma o resta amb valors num`erics (escalars). Cal fer-ho usant la matriu unitaria auxiliar ones():

In [53]: *# Aquestes expressions donen error*

*#M+2*

*#M-2*

print(’M, M+2, M-2’)

*# Cal fer*

M, M+2\*sp.ones(M.rows,M.cols), M-2\*sp.ones(M.rows,M.cols)
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M, M+2, M-2

Out[53]:







1 *−*1 0

2 3 4 0 2 7



 *,*



3 1 2

4 5 6 2 4 9



 *,*



*−*1 *−*3 *−*2

0 1 2 *−*2 0 5

 

 

I obviament, amb sympy totes aquestes operacions es poden fer amb matrius simb`oliques:

In [54]: import sympy as sp

sp.init\_printing()

*# Definim una matriu simb`olica*

sp.var("x")

M = sp.Matrix([[x, 2\*x, x], [x\*x, 3, 4], [x-1, x, x\*\*3]])

print("Matriu M")

M

Matriu M

Out[54]:









In [55]: M\*\*2

Out[55]:



*x* 2*x x*

*x*2 3 4

*x −* 1 *x x*3



2*x*3 + *x*2 + *x* (*x −* 1) 3*x*2 + 6*x x*4 + *x*2 + 8*x* 

*x*3 + 3*x*2 + 4*x −* 4 2*x*3 + 4*x* + 9 5*x*3 + 12 *x*3(*x −* 1) + *x*3 + *x* (*x −* 1) *x*4 + 2*x* (*x −* 1) + 3*x x*6 + *x* (*x −* 1) + 4*x*

Per defecte sympy no intenta simplificar l’expressi´o resultant, pot ser instru¨ıt per fer-ho utilitzant el m`etode simplify( ):

In [56]: N = M\*\*2

N.simplify()

N

Out[56]:





In [57]: M\*\*-1

Out[57]:

*x*2*x*2 + 2*x −* 13*x* (*x* + 2) *xx*3 + *x* + 8



*x*3 + 3*x*2 + 4*x −* 4 2*x*3 + 4*x* + 9 5*x*3 + 12 *xx*3 + *x −* 1*xx*3 + 2*x* + 1*xx*5 + *x* + 3



2*x*2 *−* 3  *x*(*−x*+2)

1*− −*2*x*2+8

(*−x*+2)(2*x*2*−*3)

1*− −*2*−*2

*−*2*x*~~2~~+3 *−*1

1 *−−*2*x*2+8

*−*2*x*~~2~~+3 *−*1*x*(*x −* 1)

+1*x*

(*−*2*x*~~2~~+3)(2*x*~~5~~*−*4*x*~~3~~*−x*+5) *−*2

2*x*

2*x*~~5~~*−*4*x*~~3~~*−x*+5

*−*2*x*~~2~~+3

*−*2*x*~~2~~+3

*−*2*x*~~2~~+3 *−*

2*x*5

*−*2*x*~~2~~+3 *−*(*−x*2+4)(2*x*2*−*3)*x*(*−x*+2)

(*−x*+2)(*−x*2+4)(2*x*2*−*3)

*−*2*x*~~2~~+3 *−*(*−x*2(*−*2*x*2+3

*−x*

*−*2*x*~~2~~+3*−* 1*x*(*x−*1)

(*−*2*x*~~2~~+3)(2*x*~~5~~*−*4*x*~~3~~*−x*+5)

(*−*2*x*2+3)~~2~~(2*x*5*−*4*x*3*−x*+5) +1

(2*x*2*−*3)*x*(*−x*+2)

2*x*~~5~~*−*4*x*~~3~~*−x*+5 *−*(*−x*+2)(2*x*2*−*3)

*−*2*x*~~2~~+3*−* 1*x*(*x−*1)

(*−*2*x*~~2~~+3)(2*x*~~5~~*−*4*x*~~3~~*−x*+5)2*x*5
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In [58]: N = M\*\*-1

N.simplify()

N

Out[58]:



*−*3*x*2+4

2*x*~~5~~*−*4*x*~~3~~*−x*+5

*x*(2*x*2*−*1)

2*x*~~5~~*−*4*x*~~3~~*−x*+5 *−*5 2*x*~~5~~*−*4*x*~~3~~*−x*+5

 

*x*5*−*4*x*+4

*x*(2*x*~~5~~*−*4*x*~~3~~*−x*+5)

*−x*3+3*x−*3

*x*(2*x*~~5~~*−*4*x*~~3~~*−x*+5)

1.10 Operacions aven¸cades

*−x*3+*x−*1

2*x*~~5~~*−*4*x*~~3~~*−x*+5 *−x*+2

2*x*~~5~~*−*4*x*~~3~~*−x*+5

*−x*2+4

2*x*~~5~~*−*4*x*~~3~~*−x*+5 2*x*2*−*3

2*x*~~5~~*−*4*x*~~3~~*−x*+5

A m´es de les operacions anteriors sympy proporciona tamb´e diverses operacions aven¸cades d’`algebra lineal.

1.10.1 Transposici´o

Es realitza amb el membre T de qualsevol objecte de tipus Matrix.

In [59]: import sympy as sp

sp.init\_printing()

sp.var("x")

M = sp.Matrix([[x, 2\*x, 0], [2, x-1, 4], [x+1, 2, 7]])

print("M, Transposta de M")

M,M.T

M, Transposta de M

Out[59]:













1.10.2 Determinants

*x* 2*x* 0 2 *x −* 1 4 *x* + 1 2 7



 *,*



*x* 2 *x* + 1 

2*x x −* 1 2 0 4 7

 

Es calculen amb el m`etodo det()

In [60]: import sympy as sp

sp.init\_printing()

sp.var("x")

M = sp.Matrix([[x, 2\*x, 0], [2, x-1, 4], [x+1, 2, 7]])

print("M, Determinant de M")

M,M.det()

M, Determinant de M

Out[60]:

 



*x* 2*x* 0 

2 *x −* 1 4 *x* + 1 2 7



 *,* 15*x*2 *−* 35*x*

 
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1.10.3 Vectors generadors del nucli (kernel)

El m`etode nullspace() permet obtenir una base (vectors generadors) del nucli (subespai vectorial que t´e per imatge el vector zero) de l’aplicaci´o lineal representada per la matriu.

*M · v* = 0

In [61]: import sympy as sp

sp.init\_printing()

*# Definim la matriu*

M = sp.Matrix([[1, 2, 3, 0, 0], [4, 10, 0, 0, 1]])

print(’M, kernel de M’)

M,M.nullspace()

M, kernel de M

Out[61]:







1 2 3 0 0

*,*

4 10 0 0 1

In [62]: for v in M.nullspace():

print( M \* v )

Matrix([[0], [0]])

Matrix([[0], [0]])

Matrix([[0], [0]])

1.10.4 Valors i vectors propis



*−*15

6

1

0

0



*,*



0001 0



*,*



1*−*12

0

0

1

 

 

 

El m`etode eigenvals() permet trobar els vectors propis d’una matriu. Retorna un diccionari que cont´e els valors propis com a claus i la seva multiplicitat com a elements.

In [63]: import sympy as sp

sp.init\_printing()

*# Definim la matriu*

M = sp.Matrix([[3, -2, 4, -2], [5, 3, -3, -2], [5, -2, 2, -2], [5, -2, -3, 3]]) print(’M, valors propis de M’)

M,M.eigenvals()

M, valors propis de M

Out[63]:

 



3 *−*2 4 *−*2

5 3 *−*3 *−*2 5 *−*2 2 *−*2 5 *−*2 *−*3 3



*, {−*2 : 1*,* 3 : 1*,* 5 : 2*}*

 

De forma similar el m`etode eigenvects() permet calcular els vectors propis de la matriu. La funci´o retorna els valors propis, la seva multiplicitat i els vectors propis.
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In [64]: M.eigenvects() Out[64]:

 



*−*2*,* 1*,*

 



011 1

 

 



 *,*



3*,* 1*,*

 



111 1

 

 



 *,*



5*,* 2*,*

 



111 0



*,*



0*−*10 1

 

 

 

 

1.10.5 Diagonalitzaci´o

La funci´o diagonalize() permet diagonalitzar una matriu. Donada una matriu *M* retorna una tupla (*P, D*) de manera que *M* = *P DP −*1.

In [65]: print("M, (P,D) Noteu que la diagonal de D cont´e els valors propis") M,M.diagonalize()

M, (P,D) Noteu que la diagonal de D cont´e els valors propis

Out[65]:

 



3 *−*2 4 *−*2

5 3 *−*3 *−*2 5 *−*2 2 *−*2 5 *−*2 *−*3 3



*,*

 



0 1 1 0

1 1 1 *−*1 1 1 1 0 1 1 0 1



*,*



*−*2 0 0 0

0 3 0 0 0 0 5 0 0 0 0 5

 

 

 

1.10.6 Resolucio de sistemes d’equacions

Es poden resoldre a partir d’una matriu mitjan¸cant el m`etode de descomposici´o LU incl`os a la classe Matrix o b´e simplement a partir de la matriu inversa del sistema.

Si considerem el sistema de equacions (el mateix que amb numpy):

*x − y* + *z* = 4

2*x* + *y −* 3*z* = 1

7*x − y −* 3*z* = 14

Hi ha quatre possibilitats per resoldre-ho:

In [66]: import sympy as sp

sp.init\_printing()

*# Definim la matriu del sistema*

A = sp.Matrix([[1, -1, 1], [2, 1, -3], [7, -1, -3]])

*# Definim el vector de termes independents*

b = sp.Matrix([4, 1, 14])

print("Sistema d’equacions")

try:

A,b,A.LUsolve(b),A.inv()\*b

except Exception as x:

print(type(x))

print(x)

Sistema d’equacions

<class ’ValueError’>

No nonzero pivot found; inversion failed.
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In [67]: import sympy as sp

sp.init\_printing()

sp.var("x, y, z")

expre1 = x - y + z - 4

expre2 = 2\*x + y - 3\*z - 1

expre3 = 7\*x - y - 3\*z - 14

sp.solve( [expre1, expre2, expre3] ) Out[67]:

*x* :2*z*3+53*, y* :5*z*3*−*73

In [68]: eq1 = sp.Eq( x - y + z, 4 ) eq2 = sp.Eq( 2\*x + y - 3\*z, 1 ) eq3 = sp.Eq( 7\*x - y - 3\*z, 14 )

sp.solve( [eq1, eq2, eq3] )

Out[68]:

*x* :2*z*3+53*, y* :5*z*3*−*73

In [69]: M = sp.Matrix( [[1, -1, 1], [2, 1, -3], [7, -1, -3]] ) eq = sp.Eq( M \* sp.Matrix([x,y,z]), sp.Matrix([4, 1, 14]) ) eq, sp.solve(eq )

Out[69]:

 

 

*x − y* + *z* 2*x* + *y −* 3*z* 7*x − y −* 3*z*



 =

 

4

1

14



 *,*

*x* :2*z*3+53*, y* :5*z*3*−*73 

Ara una equaci´o amb determinant no nulo.

In [70]: import sympy as sp

sp.init\_printing()

*# Definim la matriu del sistema*

A = sp.Matrix([[1, -1, 0], [2, 3, 4], [0, 2, 7]])

*# Definim el vector de termes independents*

b = sp.Matrix([1, 1, 1])

print("Sistema d’equacions")

A,b,A.LUsolve(b),A.inv()\*b

Sistema d’equacions

Out[70]:

 

 

1 *−*1 0 2 3 4 0 2 7



 *,*

 

1 1 1



 *,* 29

 

16

27

*−*1127 7 27



 *,*

 

16

27

*−*1127 7 27

 

 

In [71]: import sympy as sp

sp.init\_printing()

sp.var("x, y, z")

expre1 = x - y - 1

expre2 = 2\*x + 3\*y + 4\*z - 1

expre3 = 2\*y + 7\*z - 1

sp.solve( [expre1, expre2, expre3] ) Out[71]:

*x* :1627*, y* : *−*1127*, z* :727

In [72]: eq1 = sp.Eq( x - y , 1 ) eq2 = sp.Eq( 2\*x + 3\*y + 4\*z, 1 ) eq3 = sp.Eq( + 2\*y + 7\*z, 1 )

sp.solve( [eq1, eq2, eq3] )

Out[72]:

*x* :1627*, y* : *−*1127*, z* :727

In [73]: M = sp.Matrix( [[1, -1, 0], [2, 3, 4], [0, 2, 7]] ) eq = sp.Eq( M \* sp.Matrix([x,y,z]), sp.Matrix([1, 1, 1]) ) eq, sp.solve(eq )

Out[73]:

 

 

*x − y*

2*x* + 3*y* + 4*z* 2*y* + 7*z*



 =

 

1 1 1



 *,*

*x* :1627*, y* : *−*1127*, z* :727 

1.11 Integraci´o amb simpy

1.11.1 Intregrals indefinides

sympy permet fer integraci´o simb`olica de funcions (integrals indefinides) mitjan¸cant la funci´o integrate(), que reb com a argument una expressi´o simb`olica.

In [74]: import sympy as sp

sp.init\_printing()

sp.var("x")

print( "Integrant sin(x)\*exp(x)" )

sp.integrate(sp.sin(x)\*sp.exp(x),x)

Integrant sin(x)\*exp(x)

Out[74]:

2sin (*x*) *−ex*2cos (*x*)

*ex*

Aquesta mateixa funci´o permet fer integrals m´ultiples:
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In [75]: import sympy as sp

sp.init\_printing()

sp.var("x")

sp.var("y")

print( "Integrant exp(-x\*\*2-y\*\*2)" )

sp.integrate(sp.exp(-x\*\*2 - y\*\*2),x,y)

Integrant exp(-x\*\*2-y\*\*2)

Out[75]:

*π*

4erf (*x*) erf (*y*)

1.11.2 Integrals definides

La mateixa funci´o integrate() permet tamb´e calcular integrals definides indicant els l´ımits d’integraci´o. Per exemple la integral

R *π*

0*sin*(*x*)*dx* = *−cos*(*x*)*|π*0 = 2

s’implementa com:

In [76]: import sympy as sp

sp.init\_printing()

sp.var("x")

sp.integrate(sp.sin(x),(x,0,sp.pi))

Out[76]:

2

Es pot indicar un l´ımit d’integraci´o infinit amb el s´ımbol simpy.oo. L’exemple seg¨uent implementa la integral:

R *∞*

0*e−xdx* = *−e−x|∞*

0 = 1

In [77]: import sympy as sp

sp.init\_printing()

sp.var("x")

sp.integrate(sp.exp(-x),(x,0,sp.oo))

Out[77]:

1

De forma similar es poden calcular integrals dobles definides. Per exemple, la integral:

R *∞* 0

R *∞*

0*e−x*2*−y*2*dxdy* = *π*

In [78]: import sympy as sp

sp.init\_printing()

sp.var("x")

sp.var("y")

sp.integrate(sp.exp(-x\*\*2 - y\*\*2), (x, -sp.oo, sp.oo), (y, -sp.oo, sp.oo)) 31

Out[78]:

*π*

Els l´ımits d’integracio poden ser s´ımbols, i el resultat s’expressa en funci´o d’ells. Per exemple R *a*

0*sin*(*x*)*dx* = *−cos*(*a*) + 1

In [79]: import sympy as sp

sp.init\_printing()

sp.var("x")

sp.var("a")

sp.integrate(sp.sin(x),(x,0,a))

Out[79]:

*−* cos (*a*) + 1

Noteu que cal definir el s´ımbol que utilitzem com a l´ımit de integraci´on.

En l’exemple seg¨uent el resultat indica dues possibilitats per qu`e la integral no convergeix si la part real de *a* no ´es *>* 1

In [80]: import sympy as sp

sp.init\_printing()

sp.var("x")

sp.var("a")

sp.integrate(x\*\*a\*sp.exp(-x), (x, 0, sp.oo))

Out[80]:

(

Γ(*a* + 1) for *− <a <* 1

R *∞*

0*xae−x dx* otherwise

1.11.3 Integrals com a s´ımbols

En cas que la integral no es vulgui avaluar, obtenint la funci´o o el valor num`eric corresponent, es pot usar Integral() que retorna la integral com una expressi´o simb`olica de sympy. Posteriorment la integral es pot avaluar usant doit()

Per exemple, en el cas d’integraci´o definida:

In [81]: import sympy as sp

sp.init\_printing()

sp.var("x")

resultat = sp.Integral(sp.exp(-x\*\*2 - y\*\*2), (x, -sp.oo, sp.oo), (y, -sp.oo, sp.oo)) resultat, resultat.doit()

Out[81]:

Z *∞ −∞*

Z *∞ −∞*

*e−x*2*−y*2*dx dy, π*

I un exemple en el cas d’integraci´o simb`olica: 32

In [82]: import sympy as sp

sp.init\_printing()

sp.var("x")

resultat = sp.Integral((x\*\*4 + x\*\*2\*sp.exp(x) - x\*\*2 - 2\*x\*sp.exp(x) - 2\*x - sp.exp(x))\*sp.expresultat, resultat.doit()

Out[82]:

Z *x*4 + *x*2*ex − x*2 *−* 2*xex −* 2*x − ex**ex*

!

(*x −* 1)2(*x* + 1)2(*ex* + 1)*dx,* log (*ex* + 1) + *ex x*2 *−* 1

Tamb´e podem usar la funci´o evalf() per obtenir un resultat num`eric amb precisi´o arbitr`aria

In [83]: import sympy as sp

sp.init\_printing()

sp.var("x")

resultat = sp.Integral(sp.exp(-x\*\*2), (x, -sp.oo, sp.oo))

print( resultat.doit().evalf(100)\*\*2 )

print( sp.pi.evalf(100) )

resultat = sp.Integral(sp.exp(-x\*\*2), (x, -1, 1))

resultat, resultat.doit(), resultat.doit().evalf(100)

3.141592653589793238462643383279502884197169399375105820974944592307816406286208998628034825342117068 3.141592653589793238462643383279502884197169399375105820974944592307816406286208998628034825342117068

Out[83]:

Z 1

*e−x*2*dx, √~~π~~* erf (1)*,* 1*.*493648265624854050798934872263706010708999373625212658055308997917210655123545662*−*1

1.12 Derivaci´o amb sympy

1.12.1 Funci´o diff()

sympy permet obternir la derivada d’una expressi´o simb`olica mitjan¸cant la funci´o diff(). La forma m´es senzilla d’aplicar-la ´es per a calcular una derivada simple respecte una ´unica variable:

In [84]: import sympy as sp

sp.init\_printing()

sp.var("x")

print( "Derivant sin(x)\*exp(x)" )

sp.diff(sp.sin(x)\*sp.exp(x),x)

Derivant sin(x)\*exp(x)

Out[84]:

*ex*sin (*x*) + *ex*cos (*x*)

La funci´o diff() permet tamb´e fer derivades de graus superiors; nom´es cal indicar el grau al cridar la funci´o.

33

In [85]: import sympy as sp

sp.init\_printing()

sp.var("x")

print( "Derivada tercera de x\*\*4" )

sp.diff(x\*\*4,x,3)

Derivada tercera de x\*\*4

Out[85]:

24*x*

De la mateixa manera, tamb´e permet fer derivades parcials respecte varies variables, per exemple: *∂*

*∂x∂y∂zex,y,x*

In [86]: import sympy as sp

sp.init\_printing()

sp.var("x")

sp.var("y")

sp.var("z")

print( "Derivada parcial de exp(x\*y\*z) respecte x,y,z" )

sp.diff(sp.exp(x\*y\*z),x,y,z)

Derivada parcial de exp(x\*y\*z) respecte x,y,z

Out[86]:

*x*2*y*2*z*2 + 3*xyz* + 1*exyz*

1.12.2 Derivades com a s´ımbols

En cas que la derivada no es vulgui calcular expl´ıcitament es pot usar Derivative() que retorna la derivada com una expressi´o simb`olica de sympy. Posteriorment la derivada es pot calcular usant doit().

In [87]: import sympy as sp

sp.init\_printing()

sp.var("x")

print( "Derivant sin(x)\*exp(x)" )

D = sp.Derivative(sp.sin(x)\*sp.exp(x),x,3)

D, D.doit()

Derivant sin(x)\*exp(x)

Out[87]:

*d*3

*dx*3(*ex*sin (*x*))*,* 2 (*−* sin (*x*) + cos (*x*)) *ex* 34